**Создание стиля для элемента управления (WPF .NET)**

В Windows Presentation Foundation (WPF) можно настраивать внешний вид элемента управления, используя собственный перенастраиваемый стиль. Стили можно применять глобально ко всему приложению, отдельным окнам и страницам или непосредственно к элементам управления.

**Создание стиля**

Style обеспечивает удобный способ применения набора значений свойств к одному или нескольким элементам. Стиль можно использовать для любого элемента, производного от FrameworkElement или FrameworkContentElement, например Window или Button.

Чаще всего стиль объявляется как ресурс в разделе Resources файла XAML. Так как стили являются ресурсами, для них действуют те же правила определения области, что и для всех других ресурсов. Проще говоря, то, где вы объявляете стиль, влияет на то, где этот стиль может быть применен. Например, если объявить стиль в корневом элементе файла XAML определения приложения, стиль может использоваться в любом месте приложения.

XAML

<Application x:Class="IntroToStylingAndTemplating.App"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:local="clr-namespace:IntroToStylingAndTemplating"

StartupUri="WindowExplicitStyle.xaml">

<Application.Resources>

<ResourceDictionary>

<Style x:Key="Header1" TargetType="TextBlock">

<Setter Property="FontSize" Value="15" />

<Setter Property="FontWeight" Value="ExtraBold" />

</Style>

</ResourceDictionary>

</Application.Resources>

</Application>

Стиль, объявленный в одном из файлов XAML приложения, можно использовать только в этом файле XAML.

XAML

<Window x:Class="IntroToStylingAndTemplating.WindowSingleResource"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:d="http://schemas.microsoft.com/expression/blend/2008"

xmlns:mc="http://schemas.openxmlformats.org/markup-compatibility/2006"

xmlns:local="clr-namespace:IntroToStylingAndTemplating"

mc:Ignorable="d"

Title="WindowSingleResource" Height="450" Width="800">

<Window.Resources>

<Style x:Key="Header1" TargetType="TextBlock">

<Setter Property="FontSize" Value="15" />

<Setter Property="FontWeight" Value="ExtraBold" />

</Style>

</Window.Resources>

<Grid />

</Window>

Стиль состоит из дочерних элементов <Setter>, которые задают свойства для элементов, к которым применяется стиль. Обратите внимание, что в приведенном выше примере стиль настроен на применение к типам TextBlock с использованием атрибута TargetType. Стиль задаст 15 для FontSize и ExtraBold для FontWeight. Добавьте <Setter> для каждого свойства, которое изменяет стиль.

**Неявное применение стиля**

Style обеспечивает удобный способ применения набора значений свойств к нескольким элементам. Рассмотрим, к примеру, следующие элементы TextBlock и их внешний вид по умолчанию в окне.

XAMLКопировать

<StackPanel>

<TextBlock>My Pictures</TextBlock>

<TextBlock>Check out my new pictures!</TextBlock>

</StackPanel>

![Styling sample screenshot before](data:image/png;base64,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)

Внешний вид по умолчанию можно изменить, задав такие свойства, как FontSize и FontFamily, непосредственно в каждом элементе TextBlock. Но если вы хотите, чтобы элементы TextBlock могли совместно использовать некоторые свойства, можно создать Style в разделе Resources файла XAML, как показано ниже.

XAMLКопировать

<Window.Resources>

<!--A Style that affects all TextBlocks-->

<Style TargetType="TextBlock">

<Setter Property="HorizontalAlignment" Value="Center" />

<Setter Property="FontFamily" Value="Comic Sans MS"/>

<Setter Property="FontSize" Value="14"/>

</Style>

</Window.Resources>

Если вы задаете стилю TargetType для типа TextBlock и опускаете атрибут x:Key, стиль применяется ко всем элементам TextBlock, областью действия которых является стиль, представленный по сути файлом XAML.

Теперь элементы TextBlock выглядят следующим образом.

**Явное применение стиля**

Если вы добавляете в стиль атрибут x:Key со значением, стиль больше не будет неявно применяться ко всем элементам TargetType. Стиль будет применяться только к тем элементам, которые явно ссылаются на него.

Ниже приведен стиль из предыдущего раздела, который объявлен с атрибутом x:Key.

XAMLКопировать

<Window.Resources>

<Style x:Key="TitleText" TargetType="TextBlock">

<Setter Property="HorizontalAlignment" Value="Center" />

<Setter Property="FontFamily" Value="Comic Sans MS"/>

<Setter Property="FontSize" Value="14"/>

</Style>

</Window.Resources>

Чтобы применить этот стиль, задайте для свойства элемента Style значение x:Key, используя расширение разметки StaticResource, как показано ниже.

XAMLКопировать

<StackPanel>

<TextBlock Style="{StaticResource TitleText}">My Pictures</TextBlock>

<TextBlock>Check out my new pictures!</TextBlock>

</StackPanel>

Обратите внимание, что стиль применен к первому элементу TextBlock, а второй элемент TextBlock остается неизменным. Неявный стиль из предыдущего раздела был изменен на стиль, объявляющий атрибут x:Key. То есть единственный элемент, затронутый стилем, — это тот, который непосредственно ссылался на стиль.

Явно или неявно примененный стиль становится запечатанным и не подлежит изменению. Чтобы динамически изменить стиль, который уже был применен, нужно создать новый стиль, который заменит существующий. Дополнительные сведения см. в описании свойства IsSealed.

Можно создать объект, который выбирает стиль, который нужно применить, основываясь на собственной логике. Ознакомьтесь с примером для класса StyleSelector.

**Применение стиля программным способом**

Чтобы назначить именованный стиль элементу программным способом, возьмите стиль из коллекции ресурсов и присвойте его свойству Style этого элемента. Обратите внимание, что элементы в коллекции ресурсов имеют тип Object. Поэтому полученный стиль необходимо привести к System.Windows.Style, прежде чем назначать его свойству Style. Например, следующий код задает стиль TextBlock с именем textblock1 определенному стилю TitleText.

C#Копировать

textblock1.Style = (Style)Resources["TitleText"];

**Расширение стиля**

Возможно, вы хотите, чтобы два элемента TextBlock совместно использовали некоторые значения свойств, такие как FontFamily и HorizontalAlignment с выравниванием по центру. При этом текст **Мои рисунки** должен иметь некоторые дополнительные свойства. Это можно сделать, создав новый стиль на основе первого стиля, как показано ниже.

XAMLКопировать

<Window.Resources>

<!-- .... other resources .... -->

<!--A Style that affects all TextBlocks-->

<Style TargetType="TextBlock">

<Setter Property="HorizontalAlignment" Value="Center" />

<Setter Property="FontFamily" Value="Comic Sans MS"/>

<Setter Property="FontSize" Value="14"/>

</Style>

<!--A Style that extends the previous TextBlock Style with an x:Key of TitleText-->

<Style BasedOn="{StaticResource {x:Type TextBlock}}"

TargetType="TextBlock"

x:Key="TitleText">

<Setter Property="FontSize" Value="26"/>

<Setter Property="Foreground">

<Setter.Value>

<LinearGradientBrush StartPoint="0.5,0" EndPoint="0.5,1">

<LinearGradientBrush.GradientStops>

<GradientStop Offset="0.0" Color="#90DDDD" />

<GradientStop Offset="1.0" Color="#5BFFFF" />

</LinearGradientBrush.GradientStops>

</LinearGradientBrush>

</Setter.Value>

</Setter>

</Style>

</Window.Resources>

XAMLКопировать

<StackPanel>

<TextBlock Style="{StaticResource TitleText}" Name="textblock1">My Pictures</TextBlock>

<TextBlock>Check out my new pictures!</TextBlock>

</StackPanel>

Теперь этот стиль TextBlock выравнивается по центру, а также использует шрифт Comic Sans MS с размером 26 и цвет переднего плана LinearGradientBrush, как показано в примере. Обратите внимание, что значение FontSize базового стиля переопределено. Если несколько Setter указывают на одно и то же свойство в Style, приоритет имеет свойство Setter, объявленное последним.

Ниже показано, как будут выглядеть элементы TextBlock.

Стиль TitleText расширяет стиль, который был создан для типа TextBlock, на который ссылается BasedOn="{StaticResource {x:Type TextBlock}}". Вы также можете расширить стиль с x:Key, используя x:Key стиля. Например, если существовал стиль с именем Header1, который вы хотите расширить, используйте BasedOn="{StaticResource Header1}".

**Связь между свойством TargetType и атрибутом x:Key**

Как было показано выше, присвоив свойству TargetType значения TextBlock без назначения стиля x:Key, вы примените стиль ко всем элементам TextBlock. В этом случае для x:Key неявно устанавливается значение {x:Type TextBlock}. Это означает, что при явном присвоении x:Key значения, отличающегося от {x:Type TextBlock}, Style не применяется ко всем элементам TextBlock автоматически. Вместо этого необходимо явным образом применить стиль (используя значение x:Key) ко всем элементам TextBlock. Если стиль находится в разделе ресурсов и вы не задаете для стиля свойство TargetType, задайте атрибут x:Key.

Свойство TargetType не только предоставляет значение по умолчанию для x:Key, но и указывает тип, к которому применяются свойства метода задания. Если вы не указываете TargetType, необходимо определите свойства в объектах Setter, используя имя класса и синтаксис Property="ClassName.Property". Например, вместо установки Property="FontSize" необходимо задать для Property значение "TextBlock.FontSize" или "Control.FontSize".

Также обратите внимание, что многие элементы управления WPF состоят из других элементов управления WPF. Если создать стиль, который применяется ко всем элементам управления типа, можно получить непредвиденные результаты. Например, если вы создаете стиль, предназначенный для типа TextBlock в Window, этот стиль будет применен ко всем элементам управления TextBlock в окне, даже если TextBlock является частью другого элемента управления, например ListBox.